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How to Create HTAs 

HTML Applications (HTAs) provide a way for you to wrap your scripts up in a graphical user interface, an interface complete with check boxes, radio buttons, drop-down lists and all those other Windows elements you’ve grown to love. In this article, the first of a multi-part series, we’ll introduce the basics behind creating your very own HTA.

Creating Your Own HTAs: The First of a Multi-Part Tutorial

You might have noticed that you can’t buy MS-DOS any more, and for good reason: after people got a look at Windows, well, typing in long, cryptic commands from the C:\ prompt just didn’t seem like nearly as much fun. The command prompt still has its place, but the success of Windows (and the Macintosh, and all the new Windows-like Unix shells) suggests that most people prefer a graphical user interface.

Because of that you might expect the Microsoft scripting technologies - such as Windows Script Host (WSH) and VBScript - to have some of the coolest and fanciest graphical user widgets around. Oddly enough, though, that isn’t the case. Outside of a message box here and an input box there, neither WSH nor VBScript offers much in the way of GUI elements. Using WSH and/or VBScript, can you create a form that enables you to select computer names from a list box? No. Can you create a form that allows people to select options from a series of check boxes? No. Can you - sorry; no. If you want a graphical user interface, you’re simply going to have to give up scripting and turn to full-fledged, full-time programming. 

Or are you? Let’s think about this for a second: why do people like scripting in the first place? Well, scripting enables you to perform useful tasks quickly and easily, without having to compile anything and without having to use anything more powerful (or expensive) than Notepad. Suppose we told you that you could create a useful utility, like the following, quickly and easily, without having to compile anything and without having to use anything more powerful (or expensive) than Notepad:



Would that satisfy your craving for a graphical user interface? If so, then welcome to the world of HTAs.
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What is an HTA?

The term HTA is actually an acronym: it’s short for HTML Application. For our purposes an HTA is nothing more than a way to provide a graphical user interface for your scripts. As we’ve already noted, neither WSH nor VBScript provide much in the way of graphical user interface elements: no check boxes, no list boxes, no nothing. Internet Explorer, however, makes use of all of these elements - and more. Because an HTA leverages Internet Explorer, you can take advantage of all these graphical user interface elements when writing system administration scripts. (And, yes, we’re going to show you how to do just that.)


How closely related are HTML files and HTAs? Well, take any HTML file and change the file extension from .htm (or .html) to .hta. Congratulations: you’ve just created your first HTA.

So Why Don’t I Just Use an HTML File?

There’s a very simple answer to that: security. There are a lot of security restrictions placed on Internet Explorer, and for good reason: if you visit a Web site you’d probably prefer that this Web site not use a client-side script that starts reconfiguring your settings or rooting around through your file system. Consequently many system administration scripts - including those that use WMI or ADSI - either will fail when run from Internet Explorer or, at best, will present you with a dialog box similar to this one:
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Any time you run your script from an HTML file you’ll be presented with a dialog box like this. That might be OK, but it’s definitely not the best possible user experience.

HTAs, by contrast, are not bound by the same security restrictions as Internet Explorer; that’s because HTAs run in a different process than Internet Explorer. (HTAs run in the Mshta.exe process rather than the Iexplore.exe process.) Unlike HTML pages, HTAs can run client-side scripts and they have access to the file system. Among other things, this means that HTAs can run your system administration scripts, including those that use WMI and ADSI. Your scripts will run just fine, and you won’t receive any warnings about items that might be unsafe.

Of course, this doesn’t mean that HTAs somehow bypass Windows security. For example, if you don’t have the right to change a user’s password then you can’t use a script to change a user’s password. Placing that script in an HTA won’t make a difference: you still won’t be able to change the user’s password. And HTAs do have some security restrictions of their own. We don’t want to get too bogged down in the details today, so let’s leave it at this:

· Although HTAs use Internet Explorer and the Internet Explorer object model, they run in a different process than Internet Explorer. Consequently, they can run scripts and perform other tasks that aren’t allowed in Internet Explorer.

· If you’d like more information about HTAs and security, take a look at the HTML Applications SDK on MSDN.
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I’m Sold: How Do I Create One of These HTA Things?

Boy, is this a coincidence or what: this article just happens to be the first in a series of tutorials that will teach you - that’s right - how to create your own HTA! (What do you suppose the odds were of that happening?) This month we’ll introduce the basics of HTA construction. In subsequent articles we’ll begin delving into more advanced topics. Should be fun, huh?

	Note. What do you mean, “A series of monthly articles takes too long; I want to master HTAs right now!” Well, that might be a bit of a problem. The truth is, there aren’t very many good resources out there for the beginning HTA writer. 

However, you might check out the HTA Helpomatic tool, which includes a number of code snippets that you can paste 
into your HTA. And as you get a little better at HTA creation, check out The ABCs of HTAs.


Speaking of basics, we should probably mention right off the bat that HTAs can be created using Notepad or any other text editor. However, because of the heavy-duty use of HTML you might consider creating your HTAs in a Web page editor such as Microsoft FrontPage. Regardless, you create a plain text file and then save it with a .HTA file extension. A very rudimentary - but complete - HTA might look something like this: 

<head>

<title>HTA Test</title>

<HTA:APPLICATION 

     APPLICATIONNAME="HTA Test"

     SCROLL="yes"

     SINGLEINSTANCE="yes"

     WINDOWSTATE="maximize"

>

</head>

<script language="VBScript">

    Sub TestSub

        Msgbox "Testing 1-2-3."

    End Sub

</script>

<body>

<input type="button" value="Run Script" name="run_button"  onClick="TestSub"><p> 

</body>
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Don’t worry; it’s nowhere near as complicated as it might first appear. In fact, it’s possible to break an HTA down into three basic parts, each of which we’ll explain in some detail:

· The <HTA:Application> tag

· The </script> tag

· The <body> tag

The <HTA:Application> Tag

You can actually create an HTA without using the <HTA:Application> tag; your HTA will run just fine and there will be no change in functionality or performance. 

So if you don’t have to use the <HTA:Application> tag then why would you ever want to use it? (Hmmm, when you put it that way you sound remarkably like one of the teenage Scripting Sons.…) Well, the <HTA:Application> tag provides you with the ability to control the appearance of your HTA window; this is done by configuring the various tag properties. Here’s the <HTA:Application> tag used in our sample script:
<head>

<title>HTA Test</title>

<HTA:APPLICATION 

     APPLICATIONNAME="HTA Test"

     SCROLL="yes"

     SINGLEINSTANCE="yes"

     WINDOWSTATE="maximize"

>

</head>

	Note. The <title> tag is actually separate from the <HTA:Application> tag; it simply refers to text that appears in the title bar of the HTA window. We show it here simply because the title is usually found inside the <head> tag, the same place we find <HTA:Application>.


What does this tag do? Well, the ApplicationName property sets the name of the HTA as shown in Windows Task Manager. If you don’t specify an application name, Task Manager displays the path to the HTA file. Setting the Scroll property to Yes causes scroll bars to automatically appear in the HTA if returned data is bigger than the window size; if set to No then only the data that actually fits in the window will be displayed. The SingleInstance property ensures that only one instance of your HTA will run at a time; clicking the HTA file icon will not start a second instance of your little application. 

And let’s not forget WindowState: setting the WindowState to maximize causes the HTA to display in a full-sized window each time the HTA starts up.
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Some of the more useful HTA Application properties are shown in the following table. For a complete list of properties see the HTML Applications SDK on MSDN.

	Property 
	Description 

	ApplicationName
	Sets the name of the HTA. This name is used to enforce the SingleInstance property, and is also the name that appears in Windows Task Manager.

	Border
Top of page
	Sets the type of border used for the HTA window. Values include thick (for a resizable window) and thin (for a non-resizable window).

	Top of page
Caption
	
Yes/No value specifying whether the HTA displays a caption in the title bar. The default value is Yes.

	MaximizeButton
	Yes/No value specifying whether the HTA displays a Maximize button in the title bar. The default value is Yes.

	MinimizeButton
	Yes/No value specifying whether the HTA displays a Minimize button in the title bar. The default value is Yes.

	Scroll
	Yes/No value specifying whether the HTA will scroll if returned data is larger than the window size. The default value is Yes.

	ShowInTaskbar
	Yes/No value specifying whether the HTA is shown in the Windows taskbar. The default value is Yes.

	SingleInstance
	Yes/No value specifying whether more than one instance of this HTA can be active at a time. For this property to take effect, you must also specify an ApplicationName. The default value is Yes.

	SysMenu
	Yes/No value specifying whether the HTA displays the System menu in the title bar. The default value is Yes.

	WindowState
	Sets the initial size of the HTA window. Values are Normal, Minimize, and Maximize. By default the WindowState is set to Normal.


Top of page


Top of page

The following illustration maps some of these properties to an actual HTA window:



The <script> Tag

Although there are exceptions, many VBScript scripts (that is, .vbs files) do their thing and then get out of there; probably 99% of the scripts found in the Script Center Script Repository do just that. What do we mean when we say these scripts “do their thing and then get out of there?” Well, when you start most VBScript scripts the script host executes line 1, then - without missing a beat - executes line 2, then line 3, and so on. After the last line in the script has been executed, the script ends, the script host process terminates, and the party’s over.

By contrast, HTAs usually don’t work that way; that’s because HTAs are “event driven” applications. In general, when you 

start an HTA nothing happens; instead the HTA just sits there. In fact, the HTA will sit there forever until an event occurs
 that the HTA has been programmed to respond to. Typically that means someone clicked a button, selected an item from a 



drop-down list, or did something similar. 

	Note. Could you create an HTA that automatically does something the moment you start it? Sure: just include your code inside a subroutine named Window_onLoad. As the name implies, that subroutine automatically runs any time the HTA window is loaded or refreshed. For example, this code automatically calls the TestSub subroutine each time you start your HTA:

Sub Window_onLoad 

    TestSub 

End Sub




In other words, instead of being one big, long, continuous script designed to run from start to finish, an HTA is often composed of separate and distinct smaller scripts: there’s one script that runs any time a user clicks Button A, another script that runs any time a user clicks Button B, and so on. Does this have implications for the scripts we want to use in our HTA? You bet it does.
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In fact, there are at least two implications. To begin with, all these separate and distinct scripts must be housed inside a single <script> tag; this, by the way, is standard HTML practice. Second, each “script” is actually a subroutine, one that needs to have a distinct name. (You can name a subroutine anything you want, as long as there are no spaces or other illegal characters in the name. For more information, see the Procedures section of the Microsoft Windows 2000 Scripting Guide.) From now on we’ll use the term subroutine to refer to these blocks of code; that should help differentiate the code we want to run from the <script> tag.

Here’s an example of a <script> tag that includes a single subroutine: TestSub. In a little bit we’ll explain how to add additional subroutines to this tag.

<script language="VBScript">

    Sub TestSub

        Msgbox "Test"

    End Sub

</script>

There’s nothing too complicated here: just remember that you need to place all your code in subroutines and all your subroutines must be inside the <script> tag.



	OK, We Give Up. So if HTAs don’t run and then automatically terminate, how do you exit an HTA? Well, the easiest way 
is probably just to click the window’s Close button. Of course, it’s possible to create an HTA that doesn’t have a Close button; for an example, see this article in the ABCs of HTAs. In a case like that you can use a subroutine like this to exit an HTA:

Sub ExitHTA

    self.close()

End Sub




The <body> Tag

If you’ve ever put together a Web page you know that the body of the document is where most of your “stuff” goes: your text, your tables, your buttons, your check boxes, your horizontal rules, etc. The same thing is true with an HTA. When you build an HTA you typically put the <HTA:Application> tag at the top followed by the <script> tag. Last - but definitely not least - comes the <body> tag. Inside the body tag will be the elements that you want to appear in your HTA’s user interface. In our sample HTA we have a very simple user interface; it consists of a single button labeled Run Script. As you can see, the HTML tagging for the button is included between the <body> and </body> tags:
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<body>

<input type="button" value="Run Script" name="run_button"  onClick="TestSub"><p> 

</body>

To be honest, the <body> tag is kind of boring; what’s interesting are the elements that go inside that tag. In this first article we’ll focus on two of these elements: buttons and spans. In subsequent articles we’ll cover additional things like check boxes, radio buttons, and list boxes.

My Very First HTA

We know what you’re thinking, “Yeah, yeah, Tech Guys: now when do we get to the good stuff?” Well, how about right now? Here’s a sample HTA that will tell you the version of the operating system installed on the local computer. To try this HTA out, copy the code, paste it into Notepad, and the save the thing with a .hta file extension (for example, MyFirstHTA.hta). Then just double-click the file icon in My Computer or Windows Explorer and get ready for some excitement:

<head>

<title>Operating System Version</title>

<HTA:APPLICATION 

     APPLICATIONNAME="Operating System Version"

     SCROLL="yes"

     SINGLEINSTANCE="yes"

>

</head>

<script language="VBScript">

    Sub GetOSVersion

       strComputer = "."

           Set objWMIService = GetObject("winmgmts:\\" & strComputer &  "\root\cimv2")

           Set colOperatingSystems = objWMIService.ExecQuery _

               ("Select * from Win32_OperatingSystem")

           For Each objOperatingSystem in colOperatingSystems

               Msgbox objOperatingSystem.Caption & " " & _

                   objOperatingSystem.Version

           Next
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    End Sub

</script>

<body>

<input type="button" value="Operating System" name="run_button"  onClick="GetOSVersion">

</body>

So what happens when you start the HTA and click the Operating System button? You should see a message box similar to this:
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Yes, we know; but you have to start somewhere, right? We’ll add a few additional features as time goes on. And don’t worry if you don’t understand what we did here. In just a moment, we’ll start walking you through all the relevant lines of code. But first, a quick note about HTA aesthetics.


Making Our HTA Prettier

We admit it: at the moment, our HTA has an appearance that only a mother could love. Can we make it a little prettier, but without having to work too terribly hard at that? Sure we can; after all, the body of the HTA is - at heart - just another HTML page. Therefore we can try making our HTA a little prettier by beefing up the <body> tag. For example, how about a nice cyan background:
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That’s right: eat your heart out, Paris Hilton. We can change the background color of our HTA just by adding a bgcolor attribute to the <body> tag. For example, this sets the background color to that breathtaking shade of cyan shown above:

<body bgcolor="cyan">

There are plenty of other colors you can use besides cyan; for a list, take a look at the Internet Explorer documentation.

If you have a picture you find suitably attractive you can alternatively set the background attribute to the name of that picture:

<body background = "keyboard.jpg">
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Depending on what Keyboard.jpg looks like you’ll end up with something like this:
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Cool, huh? Keep in mind that depending on the color of your background you might also need to change the color of your fonts, something we’ll deal with later. And as long as we’re on the subject you might want to check out the gradient background explained in the ABCs of HTAs. That’s way cool, and has the advantage of not requiring a .JPG or other picture file.

Adding a Button

One feature almost every HTA ends up having is a good old-fashioned button. Your HTA might have fancy check boxes and list boxes and other items for configuring options and setting preferences, but at some point you’ll need to do something to tell the HTA to get to work. More often than not that will involve clicking a button.

Adding a button to an HTA is no different than adding a button to an HTML page. For example, this code adds a button labeled Operating System to our HTA:


<input type="button" value="Operating System" name="run_button" onClick="GetOSVersion">

As you can see, we use the <input> tag along with a number of attributes. Let’s take a quick look at those attributes and what they do:

	Attribute 
	Description 

	Type
Top of page
	This specifies the type of <input> element to be placed on the page; as we’ll see next month the <input> tag can take on forms other than a button.


	Top of page
value
	
“Value” is a misleading term; what we’re really talking about here is the label that appears on the button. In other words, in this example we’re creating a button that has the label Operating System.

	name
	As you might expect, this is a unique name given to the button. Why give your button a name? Well, you don’t have to; you can leave this attribute out if you wish. However, if your buttons do have names then they can be configured and modified using scripts. For example, you can enable or disable buttons programmatically.

We’re getting a bit ahead of ourselves here, but this code disables a button named Run_Button:

Sub DisableButton

    Run_Button.Disabled = TRUE

End Sub



	onClick
	This is the name of the subroutine we want to run any time the button is clicked. This is optional; you can create buttons that don’t actually do anything when clicked. (And, no, buttons that don’t actually do anything are not known as Tech Guys Buttons. Though we suppose they could be….)



Incidentally, these are not the only attributes that can be configured for a button. For more information see the HTML and DHTML Reference on MSDN.

Try It Yourself. At the moment we have an HTA with a single button; click that button and the HTA will report back the version of Windows installed on the local machine. That’s probably not going to revolutionize the software industry, but it’s still a useful little utility. Now, suppose we also want to retrieve the version of the latest service pack installed on the computer. Furthermore, suppose we want this to be a separate script; that is, we want to be able to get the operating system version or the service pack version. How can we do that?

Well, we could create a second HTA, one that had a single button and performed a single task (retrieving the service pack version). Alternatively, we could simply add a second button to our existing HTA, a button with the name service_pack and the label (value) Service Pack, which runs a subroutine named GetServicePack any time the button is clicked. (And, yes, we know that this subroutine doesn’t exist. But we’ll take care of that soon enough.) So here’s your assignment: see if you can add a second button to your HTA, and end up with something that looks like this:
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And, no, we’re not going to tell you the answer, at least not here. (But if you’re having problems figuring this out, click here.) However, we will give you a hint: try copying and modifying the code for the existing button.

You’re right: we did sort of give it away, didn’t we?

Adding a Subroutine

Early in this article we showed you a very simplistic subroutine; now let’s take a look at a more practical example, the subroutine we used in our Operating System HTA. Note that the code inside the subroutine is standard WMI code; with a few exceptions involving Windows Script Host (something we’ll discuss in a moment) almost any code that runs in a standalone .vbs script can run in an HTA. You might want to (or have to) make some changes to ensure that the output displays properly, but the basic code functions - connecting to the WMI service, running the ExecQuery method, looping through a collection of returned data - can be left as-is. 

Here’s the sample subroutine. Note that - like all subroutines - it’s housed between the <script> and </script> tags:

<script language="VBScript">

    Sub GetOSVersion

       strComputer = "."

           Set objWMIService = GetObject("winmgmts:\\" & strComputer &  "\root\cimv2")

           Set colOperatingSystems = objWMIService.ExecQuery _

               ("Select * from Win32_OperatingSystem")

           For Each objOperatingSystem in colOperatingSystems

               Msgbox objOperatingSystem.Caption & " " & _

                   objOperatingSystem.Version

           Next

    End Sub

</script>

What if we wanted to have a second subroutine, one that runs when we click a different button? That’s no problem; you can include as many subroutines as you want inside the <script> tag. Just make sure that you give each subroutine a unique name, and be sure and use the End Sub statement to mark the end of each subroutine. For example, here’s a very simple subroutine (named MySecondRoutine) that we’ve added to the <script> tag:

<script language="VBScript">

    Sub GetOSVersion

       strComputer = "."
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   Set objWMIService = GetObject("winmgmts:\\" & strComputer &  "\root\cimv2")

           Set colOperatingSystems = objWMIService.ExecQuery _

               ("Select * from Win32_OperatingSystem")

           For Each objOperatingSystem in colOperatingSystems

               Msgbox objOperatingSystem.Caption & " " & _

                   objOperatingSystem.Version

           Next

    End Sub

    Sub MySecondRoutine

        Msgbox "This is my second subroutine."

    End Sub

</script>

Try It Yourself. If you did the previous Try It Yourself exercise you have a second button in your HTA interface, one that - in theory - retrieves the version of the latest service pack installed on the computer. Why do we say “in theory?” Because, at the moment, we have a button, but that button isn’t tied to a script that can retrieve the service pack version. So let’s see what we can do about that. Here’s a script that reports back the version of the latest service pack installed on the computer:

strComputer = "."

Set objWMIService = GetObject("winmgmts:\\" & strComputer & "\root\cimv2")

Set colOperatingSystems = objWMIService.ExecQuery _

    ("Select * from Win32_OperatingSystem")

For Each objOperatingSystem in colOperatingSystems

    Msgbox objOperatingSystem.ServicePackMajorVersion  _

        & "." & objOperatingSystem.ServicePackMinorVersion

Next

See if you can take this code and add a subroutine named GetServicePack to your HTA. After you’ve added the subroutine, start the HTA, click the Service Pack button and verify that your new subroutine works. If you have difficulty with this, click here.
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Why Can’t I Use Wscript.Echo?

You might have noticed that when it came time to report back the operating system version we used the VBScript Msgbox function rather than the more common Wscript.Echo. Why didn’t we use Wscript.Echo? Here’s why:
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As it turns out the various Wscript methods - Wscript.Echo, Wscript.Sleep, Wscript.Quit, etc. - are designed solely to run under the Windows Script Host environment. When we’re working in an HTA we’re not running under WSH; instead we’re running under the MSHTA process. Because of that the Wscript methods are not available to us (nor can we create them). Consequently we need to find workarounds for each method, and Msgbox is a perfectly adequate replacement for Wscript.Echo. (We’ll talk about workarounds for other methods - such as Wscript.Sleep - when we get to them.) 

The moral of the story: Don’t bother with Wscript.Echo; it won’t work.

Using a <span> Tag

So far our HTA works great: you click a button and you get back a message box with information about the operating system or the latest service pack installed on a computer. Very cool. Now, suppose we want to add the ability to retrieve a list of all the processes running on a computer. That’s easy enough, except for one thing: right now the computer being used to type this tutorial has 49 processes running on it. That’s a problem; who wants to respond to 49 message boxes, one for each process?

We’re not silly enough to say “nobody,” but we’ll go out on a limb and say that most people would rather not click OK 49 times. (47 or 48 maybe, but not 49.) So let’s see. We need to display data somewhere other than in a message box, and we have an HTA that has plenty of white space just sitting there doing nothing. Hmmm, that gives us an idea….

Did someone say, “Why don’t we just display the data in the HTA itself?” Good idea; in fact, way better than the idea we came up with. This is one of the real benefits of using an HTA: not only can you display data in your application itself but - as we’ll see - you can also display formatted data in that HTA. But how exactly do we do that?

Actually there are several different ways. The one we find the easiest to code involves the use of the <span> tag. The <span> tag enables you to name an area within your HTA and then programmatically manipulate all the HTML elements within that tag. What does that mean? 
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Well, save the following code as a .HTA file, run the thing, and then click the Operating System button:

<head>

<title>HTA Test</title>

<HTA:APPLICATION 

     APPLICATIONNAME="HTA Test"

     SCROLL="yes"

     SINGLEINSTANCE="yes"

>

</head>

<script language="VBScript">

    Sub GetOSVersion

        strComputer = "."

        Set objWMIService = GetObject("winmgmts:\\" & strComputer & "\root\cimv2")

        Set colOperatingSystems = objWMIService.ExecQuery _

            ("Select * from Win32_OperatingSystem")

        For Each objOperatingSystem in colOperatingSystems

            DataArea.InnerHTML = objOperatingSystem.Caption & " " & _

                objOperatingSystem.Version

        Next

    End Sub

</script>

<body>

<input type="button" value="Operating System" name="run_button" onClick="GetOSVersion">

<p>

<span id = "DataArea"></span>

</body>
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Your screen should look something like this:
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See? No message box; instead our data is written to the HTA itself. 

To accomplish this astonishing feat we didn’t have to sell our souls, we only had to do two things. First we modified the <body> area to include a <span> (and specified an id of DataArea). Our revised <body> area looks like this:

<body>

<input   type="button" value="Operating System" name="run_button" onClick="GetOSVersion">

<p>

<span id = "DataArea"></span>

</body>

We still have our button, but now we’ve added two more items to the body. First, we added a <p> tag; this is just a paragraph tag, something we added to put a little bit of space between our button and the data to be displayed. Second we added a <span> tag, setting the id to DataArea; that’s what we do here:

<span id = "DataArea"></span>

Notice that our <span> is empty; there’s nothing between the starting and closing tags. If we wanted to, we could put something there to start with. For example, this revised tag has some instructions to the user:




<span id = "DataArea">Click the button to return information about the operating system.</span>

When we click the button this instructional message will disappear and be replaced by the information returned from the GetOSVersion subroutine.

So how exactly do we accomplish all this? If you recall, in the first incarnation of our HTA we retrieved the operating system version and then displayed that information using the Msgbox function. The code for doing that looked like this:

Msgbox objOperatingSystem.Caption & " " & _

    objOperatingSystem.Version

Now take a look at our revised code:

DataArea.InnerHTML = objOperatingSystem.Caption & " " & _

    objOperatingSystem.Version

What we’ve done here is replace Msgbox with this: 

DataArea.InnerHTML =

InnerHTML is a property of the <span> tag; it simply refers to everything contained inside the <span> and </span> tags, including text, HTML formatting, and other HTML tags. All we do here is set the InnerHTML property of the span named DataArea to the operating system version. What if, for some unknown reason, we wanted to set the value of InnerHTML to “No information available.”? Then we’d use code like this:

DataArea.InnerHTML = "No information available."

Each time we change the value of the InnerHTML property the old value is deleted and the new value takes its place.

Try It Yourself. If you’ve been doing the Try It Yourself exercises then you should have an HTA that includes a button named Service Pack; when that button is clicked it runs a subroutine named GetServicePack. At the moment, GetServicePack displays the returned information in a message box. See if you can modify the body of the HTA and the GetServicePack subroutine to write the returned information to the HTA itself (like, say, maybe in a <span>….). If you have problems figuring out how to do this, click here.
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Did Someone Say Formatting?

Ah, yes. Those of you used to writing scripts that run in a command window might have forgotten that fonts can actually come in different sizes, styles, and colors. We won’t spend a lot of time talking about formatting today; suffice to say that any formatting that can be applied using HTML tags can be included within the InnerHTML property. For example, suppose you were creating a regular Web page and wanted some of the text displayed in red Arial. How would you do that? Well, you’d likely do something like this:


Top of page 

<font color='red' face='Arial'>No information available.</font>

As you can see, we enclosed the text itself inside the <font> and </font> tags. As part of the <font> tag, we assigned values to the color and face attributes. That’s it; it’s that easy.

So how would we specify this same formatting when assigning a value to the InnerHTML property? Why we’d just use the exact same syntax:
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DataArea.InnerHTML = "<font color='red' face='Arial'>No information available.</font>"

Still not satisfied? Would you like this text to be boldface as well? Then just add the <b> and </b> tags:
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DataArea.InnerHTML = "<b><font color='red' face='Arial'>No information available.</font></b>"

If you want to change the size or make the text blink (um, not recommended) or do any of the other things you can do with text then just add the appropriate HTML tags. For more information about the formats that can be applied to HTML elements take a look at the HTML and DHTML Reference on MSDN.

Displaying Multi-Line Data

As we Tech Guys are wont to do, we seem to have wandered off-track a little: didn’t this whole <span> discussion come up because we wanted a way to display the names of all the running processes in our HTA? As a matter of fact, it did. So maybe 
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we should take a look at that.
This isn’t particularly hard, but it is a little bit tricky. Why? Well, suppose we use a subroutine similar to this:

Sub GetProcesses

    strComputer = "."

    Set objWMIService = GetObject("winmgmts:\\" & strComputer & "\root\cimv2")

    Set colProcesses = objWMIService.ExecQuery("Select * from Win32_Process")

    For Each objProcess in colProcesses

        DataArea.InnerHTML = objProcess.Name

    Next

End Sub

OK, that looks pretty good, doesn’t it? Yes, it does; unfortunately, it doesn’t work. If you run this subroutine you’ll have only one process displayed in your HTA. What happened to the other 48 processes?

What happened is that we goofed when we set up the For Each loop that cycles through the collection of processes. Take a close look at what happens inside that loop:

For Each objProcess in colProcesses

    DataArea.InnerHTML = objProcess.Name

Next

Each time we encounter a new process we set the InnerHTML to the name of that process. Remember what we said about InnerHTML: each time we assign InnerHTML a new value the old value - that is, whatever used to be between the <span> and </span> tags - disappears. That’s exactly what’s happening here. We write the name of the first process to InnerHTML, then loop around, get the name of the second process, and write that value to InnerHTML. That’s fine, except that writing a new value erases the previous value. This keeps going until we write the name of the last process in the collection, which - because we don’t overwrite it - ends up being the only item displayed.

No, not good at all. But that’s OK; this is easy enough to fix. The trick here is not to write to the InnerHTML property each time we get the name of a process. Instead what we want to do is save up the names of all those processes and - as soon as we have the entire collection - write the whole kit-and-kaboodle to the InnerHTML property. Let’s show you a revised subroutine, then explain what we did different. (Notice, if you’re cutting and pasting as we go, the name of this new



Top of page

Top of page

subroutine. You’ll need to change your onClick process to match. It would also make sense to change the name of the button to something like “Processes.”)

Sub GetProcesses

    strComputer = "."

    Set objWMIService = GetObject("winmgmts:\\" & strComputer & "\root\cimv2")

    Set colProcesses = objWMIService.ExecQuery("Select * from Win32_Process")

    For Each objProcess in colProcesses

        strHTML = strHTML & objProcess.Name & "<br>"

    Next

    DataArea.InnerHTML = strHTML

End Sub

There are two major differences here. To begin with, we’ve radically revised our For Each loop:

For Each objProcess in colProcesses

    strHTML = strHTML & objProcess.Name & "<br>"

Next

Notice that we no longer set the value of the InnerHTML property. Instead each time we loop through the collection of processes we assign a variable named strHTML the following:

· The existing value of strHTML

· The name of the process

· The HTML tag <br>

Why? Well, suppose the first time we run through the loop we encounter a process named winword.exe; consequently strHTML will equal this:
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winword.exe<br>

How did we get that? This is just the value of strHTML (which, the first time through the loop, is equal to nothing) plus the name of the process (winword.exe) plus the <br> tag. We now loop through a second time and encounter a process named outlook.exe. Our variable strHTML now equals this:

winword.exe<br>outlook.exe<br>

Again, we simply took the existing value of strHTML - winword.exe<br> - and tacked on the name of the next process - outlook.exe - and another <br> tag. We keep repeating this process until we have looped through the entire collection. 

Only then do we actually assign a value to the InnerHTML property. And this time around we assign InnerHTML the value of the variable strHTML, which just happens to contain a list of all the process names. Here’s the code that takes care of that:

DataArea.InnerHTML = strHTML

When we run the HTA and click the Processes button we get back something like this:
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That’s more like it.
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Why All the <br> Tags?

Good question. Remember that we’re dealing with HTML here and in HTML the <br> tag represents a carriage return-linefeed: it’s like being in Notepad and pressing the ENTER key. If we want an item (such as a process name) to start on the next line we need to include a <br> tag; it’s as simple as that. Suppose we left out the <br> tag, and had a subroutine similar to this:

Sub GetProcesses

    strComputer = "."

    Set objWMIService = GetObject("winmgmts:\\" & strComputer & "\root\cimv2")

    Set colProcesses = objWMIService.ExecQuery("Select * from Win32_Process")

    For Each objProcess in colProcesses

        strHTML = strHTML & objProcess.Name

    Next

    DataArea.InnerHTML = strHTML

End Sub

Here’s what we’d get when we ran the subroutine:
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Instead of having a nice list of processes - one process per line - we have a huge single line of processes, all glommed together (there isn’t even a space to separate the individual process names). That’s because we need to manually enter line breaks, which is why we need all those <br> tags.

Yeah, that was a pretty dramatic demonstration, wasn’t it?

Try It Yourself. Thus far we’ve simply echoed one property value - Name - for each process running on a computer. See if you can modify the subroutine so that it echoes an additional property value - ProcessID - on the same line. Your finished HTA should look something like this:
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If you run into problems, click here.

Displaying Data in a Table

Our preceding HTA (from the last Try It Yourself exercise) displays the value of two different properties. And, to be honest, our output looks fine; with the two dashes it’s not too hard to figure out where one property value ends and another begins. Suppose, however, that we were displaying 4 or 5 values on a single line? Output like this is a bit harder to decipher:
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How can we make this output easier to deal with? Well, one way is to display the information as a table. We don’t have time to talk about tables this month; we’ll have to save that for another time. Just to whet your appetite a little, however, here’s a variation on our last Try It Yourself exercise. This subroutine displays both the process name and the process ID; the difference is that it displays this information in a two-column table:

Sub GetProcesses

    strComputer = "."

    Set objWMIService = GetObject("winmgmts:\\" & strComputer & _

        "\root\cimv2")

    Set colProcesses = objWMIService.ExecQuery("Select * From Win32_Process")

    strHTML = "<table border='1' style='border-collapse: collapse' "  & _

        "bordercolor='#111111' width='100%' id='Table1' >"

    For Each objProcess in colProcesses

        strHTML = strHTML & "<tr>"

        strHTML = strHTML & "<td width='50%'>" & objProcess.Name & "</td>"

        strHTML = strHTML & "<td width='50%'>" & objProcess.ProcessID & _

            "</td>"

    Next

    strHTML = strHTML & "</table>"

    DataArea.InnerHTML = strHTML

End Sub
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And here’s what the actual HTA looks like after the subroutine runs:
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Throughout this month’s tutorial we’ll periodically stop and give you a chance to test your new-found knowledge by asking you to write an HTA incorporating the current topic (for example, adding a drop-down list box to an HTA). Just to prove that we’re not totally heartless, we’ve provided this basic template that can be used in all of the exercises:

<html>

<head>

<title>HTA Test</title>

<HTA:APPLICATION 

     ID="objTest" 

     APPLICATIONNAME="HTA Test"

     SCROLL="yes"

     SINGLEINSTANCE="yes"

>

</head>

<SCRIPT LANGUAGE="VBScript">

' PUT YOUR SUBROUTINES HERE

</SCRIPT>

<body>

' PUT THE HTML TAGS HERE

</body>

To use the template, copy the preceding code and paste it into Notepad (or some other text editor). Replace the line ‘ PLACE YOUR SUBROUTINES HERE with the script code and the line ‘ PUT THE HTML TAGS HERE with your HTML code. Save the whole thing with a .hta file extension, and you’ll have yourself a (keep your fingers crossed) fully-functional HTA.

Adding a Drop-down List Box

There’s definitely a coolness factor to HTAs: after all, an HTA looks way cooler than a script that runs in a command window. On the other hand, looks aren’t everything (fortunately for the Tech Guys). In fact, there’s no point in creating an HTA unless the HTA does something a regular script can’t do.

So what can an HTA do that a plain-old .vbs file can’t? Well, suppose you have a number of file servers and you periodically 
need to run a script to retrieve information from one of those computers. How can you target a single script to just one of 
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your many file servers? Well, one tried-and-true way is to use command-line arguments; thus:


cscript myscript.vbs /server:atl-fs-01

What’s wrong with using command-line arguments? Nothing, absolutely nothing. 

Well, OK, you do have to type in the computer name each time. And you do have to type that name in correctly each time. And you do have to memorize all the names of all your file servers. None of that is particularly inviting, but what choice do you have?

Well, how about this for a choice: you take an HTA, add a drop-down list box pre-populated with the names of all your file servers, and then simply select a name from the list any time you want to run a script. No typing (or typing errors) and no memorization of server names required.

In other words, a drop-down list box (like the one shown below) is not only aesthetically-pleasing, but can be a time- and frustration-saver as well.
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Yes, we do make a pretty convincing case, don’t we? Of course, we did leave out one minor point: how exactly do you add a drop-down list box to an HTA? Relax; we wouldn’t build your hopes up like that and then let you down. As it turns out, the code for creating a drop-down list box (just like the code for creating all the other controls we’ll show you in this article) is pretty simple and straightforward:

 <select size="1" name="OptionChooser" onChange="TestSub">

    <option value="1">Option 1</option>

    <option value="2">Option 2</option>

    <option value="3">Option 3</option>

</select>
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See, that’s not so scary, is it? This standard HTML code starts off - as all drop-down lists and list boxes do - with a <select> tag. We simply type in a <select> tag along with the following parameters:

· size. This is the number of options that appear onscreen at any one time. Setting the size to 1 gives us a drop-down list. What if we set the size to something other than 1? Well, we don’t want to spoil the surprise, but we’ll talk about that when we talk about list boxes. For now, just remember this: if you want a drop-down list, set the size to 1.

· name. This is the name given to the control, and the name we’ll use in our scripts to refer to that control. For example, to echo the value of our drop-down list (that is, to determine which option was selected) we use this single line of code:

Msgbox OptionChooser.Value

· onChange. This is the event handler for the control. What we’re saying here is pretty simple: any time the value of this control changes (that is, any time someone selects a different option) run this subroutine (in this example, the subroutine named TestSub).

We should point out that including an event handler (onChange) as part of the control is purely optional; we don’t have to run a script any time someone makes a selection in the drop-down list. Alternatively, we could have the user make a selection and then click a button in order to run a script; it’s up to you to decide which approach you like the best. We should note, however, that there’s actually a problem with the control as currently configured, something we’ll discuss in more detail - and resolve - at the end of this section.

After the <select> tag, we stuff in three more lines of code, then add a closing </select> tag to indicate that we’re done configuring this particular control. There you go: your very first drop-down list box.

Oh, good point: what about that stuff between <select> and </select>?

<option value="1">Option 1</option>

<option value="2">Option 2</option>

<option value="3">Option 3</option>

As you probably figured out (the tag name <option> is a dead giveaway, isn’t it?) these are the list options, the actual items that appear when you click the drop-down list. Each individual item in the list consists of the following pieces:

· The <option> tag, with a unique value parameter. The value parameter can be anything you want, though the values should be unique. And while the values can exactly match the displayed text, they don’t have to; in our preceding example, the first option has a value of 1 but the displayed text is Option 1. When we use a subroutine to determine which option was selected, we will typically work with the value of the option.


· The displayed text. Anything that lies between the <option> tag and the </option> tag will be displayed as-is in the   
             drop-down list. In the example our first option shows up as Option 1 in the drop-down list. What if we wanted it to 
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show up as Ping remote computer? Then we’d configure the option like this:

<option value="1">Ping remote computer</option>

Note that we don’t need to change the value; as we said earlier, values can be anything we want them to be.

· The closing </option> tag. Simply so we know where one option leaves off and the next one begins.

You might have noticed that we don’t give the individual options their own names. Why? Because we have no reason to name individual options. Instead, when you select an option the value of the selected option gets passed to the <select> object. This allows us to determine which option was selected by examining the value of the <select> object. (In case you’re wondering, that’s why option values need to be unique.) For example, here’s a simple little subroutine that reports back the value of the selected option:

Sub TestSub

    Msgbox "You selected Option " & OptionChooser.Value & "."

End Sub

See? All we do is report back the value of the drop-down list itself (OptionChooser), which will just happen to be exactly the same as the value of the selected option. (Keep in mind that the value is going to be 1, 2, or 3, because those are the values we assigned the individual options.)

So What’s Wrong with the Control as Configured? 

We showed you a simplistic version of the drop-down list because we wanted you to see how easy it is to implement HTML controls in an HTA; consequently, we wanted to keep the code as short and concise as we could. However, there is a problem with the control and the onChange event. When you load the HTA, Option 1 will automatically be selected. That’s fine, but suppose you want to run the script against Option 1; how do you do that? Believe it or not, it’s tougher than you think. After all, you can’t select the option; it already is selected. Because of that, clicking the option won’t trigger the onChange event; onChange won’t get triggered because nothing has changed. In fact, as configured, the only way to select Option 1 is to first select, say, Option 2 (which causes the script to run against that option) and then select Option 1. 

Eep.

But don’t worry, there’s an easy way to fix this. All we need to do is add a blank option at the top, using code similar to this:

 
<select size="1" name="OptionChooser" onChange="TestSub">

    <option value="0"></option>
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    <option value="1">Option 1</option>

    <option value="2">Option 2</option>

    <option value="3">Option 3</option>


</select>

Notice that our first option - with the value 0 - has no displayed text; it will appear blank in the drop-down list. We then need to modify our subroutine to ensure that the script runs only if the value of the selected option does not equal 0. In other words, the script will not run if you select the blank option:

 
Sub TestSub

    If OptionChooser.Value <> 0 Then

        Msgbox "You selected Option " & OptionChooser.Value & "."

    End If

End Sub

Make sense? If not, try this complete HTA and you’ll see exactly what we mean:

 
<html>

<head>

<title>HTA Test</title>

<HTA:APPLICATION 

     ID="objTest" 

     APPLICATIONNAME="HTA Test"

     SCROLL="no"

     SINGLEINSTANCE="yes"

>

</head>

<SCRIPT LANGUAGE="VBScript">

    Sub TestSub

        If OptionChooser.Value <> 0 Then
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            Msgbox "You selected Option " & OptionChooser.Value & "."

        End If

    End Sub

</SCRIPT>

<body>

<select size="1" name="OptionChooser" onChange="TestSub">

    <option value="0"></option>

    <option value="1">Option 1</option>

    <option value="2">Option 2</option>

    <option value="3">Option 3</option>

</select>

</body>

Click Option 1, 2, or 3 and you’ll see a message box reporting the option you selected. Click the blank option and nothing will happen. Problem solved.

Try It Yourself 

OK, let’s see what you’ve learned so far. For our first try-it-yourself exercise, see if you can create an HTA that includes a drop-down list box with the following computer names as options:

· atl-dc-01

· atl-dc-02

· atl-dc-03

When you select one of the options, a subroutine should report back the name of the selected computer. (Hint: To do that, you might want to make the value of each option identical to the displayed text.) If you have problems getting this to work, click here to see the answer.

	Note. Some of you might be wondering, “Is it OK to cheat? Is it OK to copy code out of the article, paste it into my exercise, make a minor modification or two, and then pass that off as a finished assignment?” You bet it is; in fact, that’s the kind of thing we encourage you to do. After all, we just want you to be able to create HTAs; if you find that “cheating” is the easiest/fastest way to create an HTA, then cheat away.
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Adding a List Box

By definition a drop-down list box shows only one item at a time; if you want to see additional items you need to click the control and drop down a list of additional items. There’s nothing wrong with that; however, there might be times when you’d find it easier/more effective to see multiple options at the same time. In other words, there might be times when you want to use a list box rather than a drop-down list:
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Hey, why not; after all, variety is the spice of life. So let’s talk about adding a list box to an HTA.

One of the best things about list boxes is this: after you know how to create and use a drop-down list you’ll know how to create and use a list box as well. For example, here’s the code that creates a list box (shown above) with three options:

 
<select size="3" name="OptionChooser" onChange="TestSub">

    <option value="1">Option 1</option>

    <option value="2">Option 2</option>

    <option value="3">Option 3</option>

</select>

What’s the difference between this code and the code that created the drop-down list? Just one thing: in this case we’ve set the value of the size parameter to 3. That means we want to show three options onscreen at the same time. If we set the size to 12 we’d show 12 options onscreen at the same time. And if we set the size to 1 we’d have a drop-down list. It’s that simple.

Incidentally, you don’t have to make a list box the same size as the number of options you have. What if you have 100 options but only have room onscreen to show 10 at a time? That’s fine: just set the size to 10 and a scroll bar will automatically be added to the list box, enabling you to scroll up and down and access all 100 options. Play around with this a bit and see for yourself. 
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Try It Yourself 

This is basically the same exercise as the first; this time, however, we want you to use a list box instead of a drop-down list. See if you can create an HTA that includes a list box (one that shows three items at a time) with the following computer names as options:

· atl-dc-01

· atl-dc-02

· atl-dc-03

· atl-dc-04

· atl-dc-05

· atl-dc-06

When you select one of the options, a subroutine should report back the name of the selected computer. If you have problems getting this to work, click here to see the answer. For extra credit, remove the onChange event handler and see if you can add a button that will report back the name of the selected computer. If you have problems with that, don’t sweat it; we’ll review the code for adding a button later on. 

	Handy hint. After adding the list box be sure and include a <BR> tag or a <P> tag; that will ensure that your controls don’t line up horizontally across the screen.


Adding a Multi-Select List Box

We have one more list box variation to show you. In HTML you can create something known as a multi-select list box. With a multi-select list box you can hold down the Ctrl key and select as many options as you want. For example, do you need to select options 2, 4, and 5, all at the same time? Then go ahead and do it:
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We understand your concerns: no doubt creating a multi-select list box takes a lot of very sophisticated, highly-technical skill, the kind of skill only a Scripting Guy could have. Just how complicated is creating a multi-select list box? This complicated:

<select size="3" name="MultiListbox" multiple>

    <option value="1">Option 1</option>

    <option value="2">Option 2</option>

    <option value="3">Option 3</option>

</select>

No, we didn’t paste the wrong code in by mistake. The truth is that creating a multi-select list box is pretty much like creating a regular old list box. In fact, there are only two differences:

· We added the multiple attribute to the <select> tag. That’s what turns a plain-old list box into a way-cool multi-select list box.

· We removed the onChange event from the <select> tag. Why? Well, we don’t want to run a script each time the list box changes in some way; if that happened we’d select the first option and then the script would run, without waiting for us to select additional options. Instead we want the user to be able to select all the desired options and then click a separate button to kick off a script. Thus we need to remove the onChange event handler and then add a button that will run the TestSub subroutine.

In fact, the only tricky part about adding a multi-select list box crops up when you need to determine which options - if any - were selected. You can’t just echo back the Value when dealing with a multi-select list box; the singular notion “Value” is meaningless when you can have multiple items with multiple values. Instead, you’ll have to loop through all the options and determine which ones have a Selected property equal to True. That’s how you can identify which items have been selected and which ones haven’t.

No, it’s not too hard. In fact, all it takes are a few lines of code:

Sub TestSub

    For Each objItem in MultiListbox.Options

        If objItem.Selected Then

            strSelected = strSelected & objItem.Value & vbCrLf

        End If

    Next

    Msgbox "You selected the following items: " & vbCrLf & strSelected

End Sub
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See? All we do is create a For Each loop to cycle through all the options (items) in the list box; that’s what this line of code does:

For Each objItem in MultiListbox.Options

For each option (item) we check the value of the Selected property. If Selected is True that means the item was selected; we then store the value of that particular option in a variable named strSelected. If Selected is False we don’t do anything except move on to the next item in the collection. After looping through the entire set of options we then echo back a message similar to this, detailing the options that were selected:
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That’s all there is to it. 

Incidentally, if you never did figure out how to add a button to your HTA, here’s a hint:

<input id=runbutton  type="button" value="Run" name="run_button"  onClick="TestSub">

Try It Yourself 

Similar to the previous two exercises, see if you can create an HTA that includes a multi-select list with the following computer names as options:

· atl-dc-01

· atl-dc-02

· atl-dc-03

· atl-dc-04

· atl-dc-05
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· alt-dc-06

In addition, your HTA should include a button that, when clicked, calls a subroutine that reports back all the options that were selected. (Remember, with a multi-select list box you can hold down the Ctrl key and select more than one option at a time.) If you have problems getting this to work, click here to see the answer.

Adding a Check Box

Picture an HTA that lists a number of different scripts you can run against a computer; maybe there’s a script that performs a hardware inventory, one that performs a software inventory, another that retrieves performance statistics. (Yes, it’s exactly the way medieval mystics pictured Paradise.) When you load that HTA, you’d like to be able to pick and choose which scripts to run and which scripts not to run. Maybe this time out you want to run the two inventory scripts but not the performance script; the next time out maybe you want to do the hardware inventory and get the performance statistics. 

In other words, you want options that can be toggled on and off independently (that is, choosing the hardware script doesn’t automatically cause you to run the software script). If you’re thinking to yourself, “Hmmm, this sounds like a job for a check box,” you’re absolutely right:
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The check box is just another variation of the <input> control (a control we learned about last month), this one with a type of, well, checkbox:

<input type="checkbox" name="Checkbox1"> Checkbox 1

Basically all you have to do is add an <input> tag along with the type and name parameters. (Note: No closing tag - that is, no </input> tag - is required.) After adding the tag simply type the label that appears next to the tag. In our preceding example, we gave the check box the label Checkbox 1. (Yes, they do pay us to think up stuff like that. Why do you ask?) If we wanted a check box with the label Run disk cleanup script we’d use this code:
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<input type="checkbox" name="Checkbox1"> Run disk cleanup script

	Tech Guys Tip. What if you’d like to have the check box checked by default? In that case, just set the value of the checked parameter to True:

<input type="checkbox" name="Checkbox1" value="Checkbox1" checked=True> Checkbox 1




To determine whether or not a check box has been checked all we do is look at the value of the Checked property. If True then the box is checked; if False, then the box is not checked. Here’s some sample code that does that checking for us:

Sub TestSub

    If Checkbox1.Checked Then

        Msgbox "You checked the check box."

    Else

        Msgbox "You did not check the check box."

    End If

End Sub

What if we have more than one check box in the HTA? In that case, you just need to write separate If-Then blocks that examine the Checked property of each of those check boxes. In other words:

Sub TestSub

    If Checkbox1.Checked Then

        Msgbox "You checked check box 1."

    Else

        Msgbox "You did not check check box 1."

    End If

    If Checkbox2.Checked Then

        Msgbox "You checked check box 2."

    Else

        Msgbox "You did not check check box 2."

    End If

End Sub  
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Note that we do two things in this subroutine: first we look at the value of the Checked property for Checkbox1, then we do the same thing for Checkbox2.

Try It Yourself 

Create an HTA that includes two check boxes, one labeled atl-dc-01 and one labeled atl-dc-02. The HTA should also include a button that, when clicked, tells you whether either (or both) of the two check boxes has been checked. If you have problems getting this to work, click here to see the answer.

Adding Radio Buttons

Radio buttons are designed for items that are mutually-exclusive: that is, you can be one of those things, but you can’t be more than one of those things. For example, you can choose to save a file or you can choose not to save a file, but you can’t choose to simultaneously save and not save a file. (That sounds like one of those clever human tricks Captain Kirk would use on the old Star Trek show to send a computer into an endless loop and once again defeat cold-blooded logic. We’d like to see Captain Picard do that.)

In other words, radio buttons are different from check boxes. Suppose you had 10 check boxes on screen. By definition you could select any 2 or any 5 or even all 10 of those check boxes. With radio buttons (shown below) things are very different: you can select one - and only one - radio button within a group:
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Yes, hardly the control for the Me Generation; after all, nowadays we want it all. But with a radio button, you only get one.

We should mention from the outset that the radio button is not the most intuitive HTML control you’ll find yourself using. Up to this point all the controls we’ve created have had unique names. That makes sense; how else would you distinguish one control from another? With radio buttons, however, things are different. Say we want to create a group of three radio buttons, like the group we just showed you. In that case, we need to create three separate radio buttons, each with the exact same name. 

No, we’re totally serious: all the radio buttons in a group must have the same name (although they should have different values). That’s how our script knows that these buttons belong together. (In other words, that’s how the script knows that these buttons are mutually-exclusive.) If that doesn’t make sense, don’t worry; we’ll show you exactly how it works.
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Here’s some HTML code that creates radio buttons labeled Option 1, Option 2, and Option 3:


<input type="radio" name="RadioOption" value="1">Option 1<BR>

<input type="radio" name="RadioOption" value="2">Option 2<BR>

<input type="radio" name="RadioOption" value="3">Option 3<P>

As you can see, all three of these buttons have the same name: RadioOption. That leads to the obvious question: if all the buttons have the same name, how can you tell them apart? That is, how can you tell if a user selected Option 1 rather than Option 2 or Option 3?

Good question. When it comes to radio buttons, all the controls with the same name are put into an array that has the same name as the control (in our preceding example, that means an array named RadioOption). To determine which button was selected all we have to do is set up a For Each loop to loop through that array, taking a peek at each button and seeing whether or not the Checked property is True. If Checked is True, then that button was selected. Your code for looping through an array of radio buttons might look something like this:

 
Sub TestSub

    For Each objButton in RadioOption

        If objButton.Checked Then

            Msgbox "You selected Option " & objButton.Value & "."

        End If

    Next

End Sub

As you can see, all we’re doing is looking to see whether or not the Checked property is True; if it is, we then echo back the button Value (this, by the way, is why button Values need to be unique). If the Checked property isn’t True, we don’t do anything at all. Like we said, not the most intuitive thing in the world, but it works.

Incidentally, it’s possible to have more than one group of radio buttons within the same HTA; just make sure that each group is given a different name. If you have a set of radio buttons, all with the name RadioOption, then you’ll want to give your next set of radio buttons a name like SecondRadioOption. As you’ve probably figured out by now, all the names you give to controls are arbitrary; name your controls whatever you want. (Just make sure you avoid using blank spaces anywhere in the name.)

Try It Yourself 

For this exercise, let’s see if we can create an HTA that includes a group of radio buttons; the individual radio buttons should have the following computer names as labels:
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· atl-dc-01

· atl-dc-02

· atl-dc-03

The HTA should also have a button that, when clicked, reports back the name of the selected computer. If you have problems getting this to work, click here to see the answer.


Adding a Text Box

Drop-down lists, radio buttons and other fancy user interface controls can be a great timesaver for your users: it’s much faster (and much less error-prone) to have users select from a predetermined set of computers than it is to have them type in the desired computer name. However, you can’t always provide your users with predetermined options. For example, suppose you have an HTA for creating user accounts. There’s no way to provide drop-down lists pre-populated with all the possible first names and all the possible last names for a new user; it just won’t work. Instead, you have to provide a mechanism that allows people to enter any information. And the best mechanism for that is the humble - yet highly useful - text box:
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Humble, useful, and very easy to implement: to add a text box to your HTA just use an <input> tag, specifying the type (text), a name, and, optionally, the size (that is, the number of characters wide):

<input type="text" name="BasicTextbox" size="30">
If you don’t include a size, by default the text box displays 20 characters.

	Handy hint. The size of a text box is just the width of the text box onscreen; in no way does the size determine the number of characters that can be typed into a text box. If you do want to limit the number of characters a user can type into a text box then add the maxLength parameter. For example, this code displays a text box 30 characters wide, but only allows you to type a maximum of 25 characters:
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<input type="text" name="BasicTextbox" size="30" maxLength="25">


Little-known historical fact. The Tech Guys once participated in a “post-mortem” for a project that took a couple years to complete and was riddled with problems all the way through. We were allowed to air our complaints using an online form…a form that accepted a maximum of 255 characters in the Complaints box. In case you’re wondering, this note consists of 392 characters by itself.


So how can we retrieve the information that’s been typed into a text box? That’s easy: we just have to retrieve the Value property. For example, this simple little subroutine echoes back whatever’s been typed into a text box named BasicTextbox:

Sub TestSub

        Msgbox BasicTextbox.Value

End Sub

By the way, it’s also very easy to programmatically “type” something into a text box. All you have to do is set the Value of the text box. For example, this subroutine “types” Fabrikam, Inc. into a text box named BasicTextbox:

 
Sub TestSub

    BasicTextbox.Value = "Fabrikam, Inc."

End Sub

Would you ever want to do something like this? Sure. Suppose you have a tool for creating a new user account. The person creating the account selects the department from a drop-down list. If, say, all members of the Accounting department work in the same building in the same city, then you could have a subroutine that automatically fills in the building and city. Yet another reason why HTAs are so handy. 

Try It Yourself 

OK, this is an easy one: create an HTA that includes a text box and a button; when the button is clicked, it should report back whatever was typed into the text box. If you have problems getting this to work, click here to see the answer.
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Adding a Multi-Line Text Box

The standard text box is fine if you’re entering nothing more than a first name or last name; because the text box is limited to a single line, however, it’s not as useful for entering anything more substantial. If you need more room to enter (or to display) text, then you can use the <textarea> control, and get something that looks like this:
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Now that’s more like it. And don’t worry; configuring a multi-line text box is very easy:

 
<textarea name="ScriptArea" rows=5 cols=70></textarea>

As you can see, all we need to do is toss in a <textarea> tag (and the accompanying </textarea> tag) and set the following parameters:

· name. The name of the control.

· rows. The number of lines that appear onscreen. A scrollbar will automatically be added to the control to enable you to type additional lines.

· cols. The width of the control, in characters. If you set cols to 70 then you should be able to type 70 characters, using Courier 12-point, on a single line.

You retrieve the value of a multi-line text box the same way you retrieve the value of a regular text box:
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Sub TestSub

    Msgbox ScriptArea.Value

End Sub

That’s true. But you don’t have to tell anyone how easy that is. Let them think you’re doing something only a programming genius could do!

Try It Yourself 

This is a variation on the previous exercise. Instead of creating an HTA that includes a text box and a button, create an HTA that includes a multi-line text box and a button. The multi-line text box (textarea) should be sized for 40 columns and 5 rows; the button, when clicked, should display whatever was typed into the text box. If you have problems getting this to work, click here to see the answer.

Adding a Password Box

One final control we want to introduce is the password box. The password box is just like the text box, but with one important exception: everything you type into a password box is “masked” so that the characters are not visible onscreen. In other words:
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The code for adding a password box is almost identical to the code for adding a text box. To add a password box you use the <input> tag and you specify a name and size; the only difference is that you set the type to “password” rather than “text”:

 
<input type="password" name="PasswordArea" size="30">
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And, yes, you’re absolutely right: retrieving the information typed into a password box is as simple as getting back the value of that control:

 
Sub TestSub

    Msgbox PasswordArea.Value

End Sub

To tell you the truth, we’re big fans of simple and easy.

Try It Yourself 

For our final exercise we’ll give you another easy one: create an HTA that includes a password box and a button; when the button is clicked, it should report back whatever was typed into the password box. If you have problems getting this to work, click here to see the answer.
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<html>

<head>

<title>Contingency Preparedness Assistant v1.0</title>



<HTA:APPLICATION 

     ID="objTSBITGuys" 

     APPLICATIONNAME="Contingency Preparedness Assistant v1.0"

     SCROLL="Yes"

     SINGLEINSTANCE="yes"

     WINDOWSTATE="normal"

     BORDER="dialog"

     CAPTION="e-Assistant"

>

</head>





<SCRIPT Language="VBScript">



Sub Window_Onload

window.resizeTo 600,750

Set objWshNet = CreateObject("Wscript.Network")

strCN = lcase(objWshNet.ComputerName)

strCU = lcase(objWshNet.UserName)



Dim objFS, objFile, append

append = 8



Const ForWriting = 2



Set objFSO = CreateObject("Scripting.FileSystemObject")

Set objLogFile = objFSO.OpenTextFile("access.log", append, True)



objLogFile.WriteLine (strCU & " on " & strCN & " " & Now())



objLogFile.Close

Set objWSHShell = CreateObject("Wscript.Shell")

'36    Msgbox "The application has started."

Set objWSHShell = CreateObject("Wscript.Shell")

'    Msgbox "The application has started."

Set objADSysInfo = CreateObject("ADSystemInfo")

strUser = objADSysInfo.UserName

Set objUser = GetObject("LDAP://" & strUser)

'msgBox "You current object path is: " & strUser

strgivenName = objUser.Get("givenName")

strdisplayName = objUser.Get("displayName")

MsgBox "Hello, " & strgivenName & "!"

OptionLists

'47===================================================================

strMyDC = "YourDomainGoesHere" & "/"

'strMyDC = My Domain Controller

Set objADSysInfo = CreateObject("ADSystemInfo")

strUser = objADSysInfo.UserName

Set objItem = GetObject("LDAP://" & strMyDC & strUser)

On Error Resume Next

'GetInfo

strStreetAddress = objItem.Get("streetAddress")

strPOBOX = objItem.Get("postOfficeBox")

strCity = objItem.Get("l")

strZIP = objItem.Get("postalCode")

strTelephoneNumber = objItem.Get("telephoneNumber")

strMobile = objItem.Get("mobile")

strTitle = objItem.Get("title")

'62    WriteInfo

Txt_Add.Value = strStreetAddress

'Txt_POBox.Value = strPOBOX

Txt_City.Value = strCity

Txt_ZIP.Value = strZIP

Txt_PhN.Value = strTelephoneNumber

Txt_Cell.Value = strMobile

Txt_Title.Value = strTitle

End Sub



Sub OptionLists

'73====================================================================

'====================================================================

End Sub



Sub Update

Set objADSysInfo = CreateObject("ADSystemInfo")

strUser = objADSysInfo.UserName

Set objItem = GetObject("LDAP://MyDC/" & strUser)

On Error Resume Next

objItem.Put "streetAddress", Txt_Add.Value

objItem.Put "l", Txt_City.Value

objItem.Put "PostalCode", Txt_ZIP.Value

objItem.Put "TelephoneNumber", Txt_PhN.Value

objItem.Put "mobile", Txt_Cell.Value

objItem.SetInfo

'Line 85

msgbox "Thank you, your information has been saved."

End Sub





Sub PrintThis

    Window.Print()

End Sub



</SCRIPT>

<body>

<body STYLE="font:12pt arial; color:black;

 filter:progid:DXImageTransform.Microsoft.Gradient

(GradientType=0, StartColorStr='#FFF0F5', EndColorStr='#FAFAD2')">



The purpose of this Contingency Preparedness Contact Assistant is to maintain an accurate and current method of contacting you. You the user are to manage your contact 



information; in addition, you are responsible for keeping your contact information current and up-to-date. All of the information requested in this will be used solely as a means 



of contacting you in the event of an emergency.<br>&nbsp;<br>

<hr>

To use this Assistant enter the requested information and press 'Update' once you have finished.<br>&nbsp;<br>

Address:<br>&nbsp;<input type="text" name="Txt_Add" size="50"><br><br>

City:<br>&nbsp;<input type="text" name="Txt_City" size="50"><br><br>

Zip Code:<br>&nbsp;<input type="text" name="Txt_ZIP" size="50"><br><br>

Cell Phone:   <font color="red" face="Arial" size="2">Example: (417) 123-4567</font><br>&nbsp;<input type="text" name="Txt_Cell" size="50"><br><br>

Telephone:    <font color="red" face="Arial" size="2">Example: (417) 123-4567</font><br>&nbsp;<input type="text" name="Txt_PhN" size="50"><br><br>

Title:<br>&nbsp;<input type="text" name="Txt_Title" size="50"><br><br>





<hr>

<input id=runbutton  class="button" type="button" value="Print" name="PrintNow"  onClick="PrintThis">

<input id=runbutton  class="button" type="button" value="Update" name="UpdateInf"  onClick="Update"><br><br>

  <BUTTON onclick="window.close()">Quit</BUTTON>

</body>



</html>
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<html>

	<head>

		<meta http-equiv="Content-Language" content="en-us">

		<meta http-equiv="Content-Type" content="text/html; charset=windows-1252">

		

		<!-- Self-Service Printer Installation -->

		<!-- 2007, Rob Durkin -->

		<!-- May not be used for commercial purposes or published without the Author's permission -->

		

		

		<!-- Localizable content section begins -->

		<title>Self-Service Printer Installation</title>



		<HTA:APPLICATION ID="PrintHta"

		     BORDER="yes"

		     BORDERSTYLE="complex"

		     CAPTION="Self-Service Printer Installation"

		     CONTEXTMENU="yes"

		     INNERBORDER="no"

		     SCROLL="no"

		     SYSMENU="no"

		     SHOWINTASKBAR="yes" />



<style type="text/css">



body {

		 	 	margin="10";

		 		background="FFF";

		 		font-family="Verdana, Arial, Sans";

		 		font-size=1.0em;

}



p.legend {

				 background:#DED983;

				 color:black;

				 padding:.2em .3em;

				 font-size:1.2em;

				 border:2px outset #DED983;

				 position:relative;

				 margin-bottom:-0.7em;

				 width:13em;

				 margin-left:1em;

				 margin-top:1em

}





#printers {

					background-color: #ECECEC;

					border-color: purple;

					border-style: dashed;

					border-width: 1px;

					padding: 1.1em;

					width: 100%;

}



#printers label {

					position:absolute;

					font-size:90%;

					padding-top:.2em;

					left:20px

}

#printers input {

					margin-left:9em;

					line-height:1.4em;

					margin-bottom:.2em;

}

#printers select {

					margin-left:9em;

					line-height:1.4em;

					margin-bottom:.2em;

}



#addprint input {

					background:#DED983;

					font-family="Verdana, Arial, Sans";

					font-size=1.0em;

}



#footer {

				 clear: both;

				 display: block;

				 margin: 75px auto auto auto;

    		                 padding: 0 0 20px 0;

} 

#footer p {

					color: #C2C2C2;

					font-size: 0.7em;	

}

		

</style>



</head>



<SCRIPT Language="VBScript">



On Error Resume Next



Dim strComputer 'The local computer is a . (er, dot)

Dim strPrintServer 'The print server's host name in UNC format

Dim strDefaultPrinter 'Set the default

Dim intFloor 'Get the User's floor number, 1-7

Dim intWordRunning 'Value for Winword.exe running or not

Dim strPayroll 'Payroll printer

Dim strProcess 'Determines if user presses Cancel

Dim strFilePath 'Path to installmacros.dot file

Dim strDestination 'Path to startup folder on PC

Dim objWMIService 'Windows management instrumentation

Dim objNetwork

Dim objFso

Dim objShell

Dim WshNetwork





Sub Window_OnLoad

	PageLoad

	WordCheck

End Sub



'Set the variables to the default values

Sub PageLoad

	strComputer = "."

	strPrintServer = "\\PrintServerName\" '"\\PrintServer\" is the format

	strDefaulPrinter = ""

	Set objWMIService = GetObject("winmgmts:{impersonationLevel=impersonate}!\\" & strComputer & "\root\cimv2")

	window.resizeTo 640,480

	strFilePath = "W:\Office\Install\OfficeMacros.dot"

	strDestination = "C:\Program Files\Microsoft Office\Office11\Startup\OfficeMacros.dot"

End Sub





Sub WordCheck 	'Check to see if MS Word is running

Do

Set colProcess = objWMIService.ExecQuery _

("Select * from Win32_Process")

For Each objProcess In colProcess

		If objProcess.Name = "WINWORD.EXE" Then

			strResponse=MsgBox("MS Word is running, please close Word (and Outlook) and then click OK to continue", vbOKCancel, "Script Cannot Continue")

				If strResponse=vbCancel Then

					MsgBox "Please close MS Word and Outlook and restart the application", vbExclamation+vbOKOnly, "Script Failure"

					self.close

				Else

					intWordRunning=1

					Exit For

				End If

		Else

			intWordRunning=0

		End If

	Next

Loop While intWordRunning=1

End Sub



Sub FloorNumber 'Set the User's floor number

	Select Case Floor.Value

		Case "1"

			intFloor=1

		Case "2"

			intFloor=2

		Case "3"

			intFloor=3

		Case "4"

			intFloor=4

		Case "5"

			intFloor=5

		Case "6"

			intFloor=6

		Case "7"

			intFloor=7

		End Select

End Sub



Sub StatusMessage

	DataArea1.InnerHTML = "<font color='red'>Install in process, please wait</font>"

	setTimeout "AddPrinters",10

End Sub



'Add the new printers

'***************************************************************

'Instructions: add your print queues to the sections below

'each Case represents a different floor

'Update this section any time a printer is added, removed, or moved

'******************************************************************

Sub AddPrinters



If intFloor = "" Then

		MsgBox "You must select a floor number", vbExclamation+vbOKOnly, "Incomplete Selection"

		DataArea1.InnerHTML = "<font color='red'>Select a floor number</font>"

		Exit Sub

End If



On Error Resume Next



    ' Determine Default Printer before deleting old connections

	Set objWMIService = GetObject("winmgmts:" _

     	& "{impersonationLevel=impersonate}!\\" & strComputer & _

     	"\root\cimv2")

	Set colPrinters = objWMIService.ExecQuery _

    	("Select * From Win32_Printer Where Default = TRUE")



	For Each objPrinter in colPrinters

    	    strDefaultPrinter = objPrinter.Sharename

	Next



'Delete old networked printers

	Set objNetwork = CreateObject("WScript.Network")

	Set objWMIService = GetObject("winmgmts:\\" & strComputer & "\root\cimv2")

	Set colInstalledPrinters = objWMIService.ExecQuery ("Select * from Win32_Printer Where Network = TRUE")



	For Each objPrinter in colInstalledPrinters

    	    objPrinter.Delete_

	Next

	

'*************************************************************

'Instructions: Remove stale printer connections.

'When a printer is deleted from the print server, add it here

'WMI deletes don't always work when the print share doesn't exist

'*************************************************************

	objNetwork.RemovePrinterConnection "\\OldPrintServer\Printer1"

	objNetwork.RemovePrinterConnection "\\OldPrintServer\Printer2"

	objNetwork.RemovePrinterConnection "\\OldPrintServer\Printer3"



	Err.Clear



'Add new printers

'Script adds one of two color copiers depending on floor. CanonColor1 for 1, 2, 3,4, and CanonColor2 for 5, 6, 7

Select Case intFloor



	Case 1 'First floor has no color printer, add second floor color

		objNetwork.AddWindowsPrinterConnection strPrintServer & "Printer1"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "CanonColor1"

	Case 2 '2nd floor includes the HR dept., which has a restricted printer, HP1

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP2"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP3"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP4"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "CanonBW1"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "CanonColor1"



	Case 3 

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP5"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP6"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP7"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "Xerox1"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "CanonBW2"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "CanonColor1"

	Case 4

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP8"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP9"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP10"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "Xerox2"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "CanonBW3"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "CanonColor1"

	Case 5

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP11"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP12"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP13"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "CanonColor2"

	Case 6

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP14"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP15"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP16"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP17"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "Xerox3"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "Ricoh1"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "CanonBW4"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "CanonColor2"

		strPayroll = MsgBox("Do you work in the Payroll Office?",vbQuestion+vbYesNo, "Payroll Office Printer")

	    If strPayroll = vbYes Then

	    	objNetwork.AddWindowsPrinterConnection strPrintServer & "HPpayroll"

	    	Err.Clear

	    End If

	Case 7

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP18"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP19"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "HP20"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "CanonBW5"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "Xerox4"

		objNetwork.AddWindowsPrinterConnection strPrintServer & "CanonColor2"

	Case Else

		MsgBox "You must select a floor number", vbExclamation+vbOKOnly, "Incomplete Selection"

End Select



'Process extra printer selections based on checkboxes



    If PlotterCheckbox.Checked Then

        objNetwork.AddWindowsPrinterConnection strPrintServer & "Plotter"

        Err.Clear

    End If



    If HRCheckbox.Checked Then

   	objNetwork.AddWindowsPrinterConnection strPrintServer & "HPhr"

   	Err.Clear

    End If



    If LegalCheckbox.Checked Then

   	objNetwork.AddWindowsPrinterConnection strPrintServer & "HPlegal"

   	Err.Clear

    End If

    

'Copy the installmacros.dot template

	Set objFSO = CreateObject("Scripting.FileSystemObject")

	Set objFileCopy = objFSO.GetFile(strFilePath)

	objFileCopy.Copy (strDestination)





'Reset the default printer, only works with HP printers, doesn't work with local printers

'This will fail if they are moving from one floor to another

objNetwork.SetDefaultPrinter strPrintServer & left(strDefaultPrinter,4)

If Err.Number <> 0 Then

	strMessage = Msgbox("Unable to reset your default printer," & (CHR(13)) _

 	& "Would you like to see instructions for setting your default?", _

    vbYesNo, "Unable to Set Default Printer")

    DataArea2.innerHTML = "Please set your default printer"

	If strMessage = vbYes Then

		Set objShell = CreateObject("Wscript.Shell")

		'Point the URL to documentation on the Intranet

    	objShell.Run("http://intranet/instructions/SetYourDefaultPrinter.pdf")

	End If 

	Err.Clear

Else

	DataArea2.innerHTML = left(strDefaultPrinter,4)

End If



'Tell them the job completed

DataArea1.InnerHTML = "<font color='green'>Install complete!</font>"

'MsgBox "Printer Migration Complete!", vbInformation+vbOKOnly, "Printer Install Status"

AddPrinterButton.disabled = True



'Clean the WMI objects

Set objWMIService = Nothing

Set objNetwork = Nothing

Set objFileCopy = Nothing



End Sub



</SCRIPT>



	<body>



	 <h2><font face="verdana, arial">Install Printers</font></h2>

	 <p>Install all the printers on your floor automatically.</p>



	 <p class="legend">Make Your Selections</p>



	 <div id="printers">

		 		<p>

			  <abbr title="Large format color printer, prints to 36-inch roll"><label>Color plotter:</label></abbr>

				<input type="checkbox" name="PlotterCheckbox" value="1"><br />



			  <label>HR department:</label>

				<input type="checkbox" name="HRCheckbox" value="1"><br />



			  <label>Legal department:</label>

				<input type="checkbox" name="LegalCheckbox" value="1"><br />



				<label>Select floor number:</label>

				<select size="1" name="Floor" style="width:100" onchange="FloorNumber">

				<option value="">Select Floor</option>

				<option value="1">1st Floor</option>

				<option value="2">2nd Floor</option>

				<option value="3">3rd Floor</option>

				<option value="4">4th Floor</option>

				<option value="5">5th Floor</option>

				<option value="6">6th Floor</option>

				<option value="7">7th Floor</option>

				</select>

				</p>

				

				<p>

				Status: <span id = "DataArea1">waiting to start</span><br>

				Default Printer: <span id = "DataArea2"></span><br>

				</p>

		</div><!--end printer selection div-->



		<div id="addprint">

        <p><input type="button" value="Install Printers" name="AddPrinterButton" onClick=StatusMessage>

        <input type="button" value="Exit" name="ExitButton" onClick=self.close()>

        <input type="RESET" value="Reset Form" name"ResetButton" onClick=Location.Reload(True)></p>

		</div>

			

		<div id="footer">

       <p>Self-Service Printer Install Application version 1.0</p>

     </div>

	</body>

</html>
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<html>

<head>

<meta http-equiv="Content-Type" content="text/html; charset=windows-1252">

<title>OSD Option Choser</title>

<HTA:APPLICATION APPLICATIONNAME="OSD Option Choser" SCROLL="yes" SINGLEINSTANCE="yes" WINDOWSTATE="normal" BORDER="thin">

<script language="vbscript" type="text/vbscript">



window.resizeTo 600,760

window.moveTo 5,5



Sub FinishClickTasks

    window.close

    'On Error Resume Next

    Const ForAppending = 8

    Dim oTaskSequence, oShell, oFSO, oLogFile

    Dim sComputerName, sTimeZone, sTimeZoneKeyPath, sValueName, bDoAddUser, sDomainName

     

    sDomainName = "YourDomainName"



    Set oTaskSequence = CreateObject ("Microsoft.SMS.TSEnvironment")

    Set oShell = CreateObject ("WScript.Shell")

    Set oFSO = CreateObject ("Scripting.FileSystemObject")

    Set oLogFile = oFSO.OpenTextFile ("C:\CustomSystemOptions.log", ForAppending, True)



    oLogFile.WriteLine "Custom System Options"

    oLogFile.WriteLine "  => Started at " & Date & " " & Time



    ' UserName to add as a local administrator

    If UserName.Value <> "" Then

        Set oNetwork = CreateObject("WScript.Network")

        sComputerName = Ucase(oNetwork.ComputerName)



        Set oGroup = GetObject ("WinNT://" & sComputerName & "/Administrators,group")

        oGroup.Add ( "WinNT://" & sDomainName & "/" & UserName.Value &",group" )

        oLogFile.WriteLine "  => Added " & UserName.Value & " to the local administrators group"

    End If



    ' Set local time zone

    If Not TimeZone(2).checked Then

        If TimeZone(0).checked Then

            sTimeZone = "Pacific Standard Time"

        ElseIf TimeZone(1).checked Then

            sTimeZone = "US Mountain Standard Time"

        ElseIf TimeZone(3).checked Then

            sTimeZone = "Central Standard Time"

        ElseIf TimeZone(4).checked Then

            sTimeZone = "Eastern Standard Time"

        End If



    oShell.Run "%systemroot%\system32\control.exe TIMEDATE.CPL,,/Z " & sTimeZone

    oLogFile.WriteLine "  => Set system Time Zone to """ & sTimeZone & """"



    End If



    ' Applications to install

    ' Acrobat

    If Acrobat(0).checked Then

        oTaskSequence ("OSDAcrobat") = Acrobat(0).Value

    ElseIf Acrobat(1).checked Then

        oTaskSequence ("OSDAcrobat") = Acrobat(1).Value

    ElseIf Acrobat(2).checked Then

        oTaskSequence ("OSDAcrobat") = Acrobat(2).Value

    ElseIf Acrobat(3).checked Then

        oTaskSequence ("OSDAcrobat") = Acrobat(3).Value

    ElseIf Acrobat(4).checked Then

        oTaskSequence ("OSDAcrobat") = Acrobat(4).Value

    ElseIf Acrobat(5).checked Then

        oTaskSequence ("OSDAcrobat") = Acrobat(5).Value

    End If



    ' Microsoft Project

    If Project(0).checked Then

        oTaskSequence ("OSDProject") = Project(0).Value

    ElseIf Project(1).checked Then

        oTaskSequence ("OSDProject") = Project(1).Value

    End If



    ' Microsoft Visio

    If Visio(0).checked Then

        oTaskSequence ("OSDVisio") = Visio(0).Value

    ElseIf Visio(1).checked Then

        oTaskSequence ("OSDVisio") = Visio(1).Value

    End If



 

    ' Other Apps

    If BlackBerry.checked Then

        oTaskSequence ("OSDBlackBerry") = "True"

    End If

    If StreetsTrips2006.checked Then

        oTaskSequence ("OSDStreetsTrips2006") = "True"

    End If

    oLogFile.WriteLine "  => Completed at " & Date & " " & Time

End Sub





</script>

</head>



<body>

<!-- HTML goes here -->

<body STYLE="font:10 pt arial; color:white; background-color: #336600">



<!-- <p>Computer Name:<BR>

<input type=text id="ComputerName" name=ComputerName size=45></p>

-->



<p>Username to add to Local Admin Group (if applicable):<BR>

<input type=text id="UserName" name=UserName size=45></p>



<p><b>Select Time Zone for PC<br>

===========================</b><br>

<input type="radio" name="TimeZone" value="PST">PST (US West Coast)<BR>

<input type="radio" name="TimeZone" value="AZT">AZT (US Arizona)<br>

<input type="radio" name="TimeZone" value="MST" checked="True">MST (US Mountain)<BR>

<input type="radio" name="TimeZone" value="CST">CST (US Central)<BR>

<input type="radio" name="TimeZone" value="EST">EST (US East Coast)<BR>



<p><b>Select Post Installed Applications<br>

===========================</b><br>

<input type="radio" name="Acrobat" value="AcroStan7">Install Acrobat Standard 7<br>

<input type="radio" name="Acrobat" value="AcroStan8">Install Acrobat Standard 8<br>

<input type="radio" name="Acrobat" value="AcroStan9">Install Acrobat Standard 9<br>

<input type="radio" name="Acrobat" value="AcroPro7">Install Acrobat Professional 7<br>

<input type="radio" name="Acrobat" value="AcroPro8">Install Acrobat Professional 8<br>

<input type="radio" name="Acrobat" value="AcroPro9">Install Acrobat Professional 9<br>

<br>

<input type="radio" name="Project" value="ProjStan2003">Install Microsoft Project Standard 2003<br>

<input type="radio" name="Project" value="ProjPro2003">Install Microsoft Project Professional 2003<br>

<br>

<input type="radio" name="Visio" value="VisioStan2003">Install Microsoft Visio Standard 2003<br>

<input type="radio" name="Visio" value="VisioPro2003">Install Microsoft Visio Professional 2003<br>

<br>

<input type="checkbox" name="BlackBerry"> Install BlackBerry Desktop Manager<br>

<input type="checkbox" name="StreetsTrips2006"> Install Microsoft Streets and Trips 2006<br>



<p><button accesskey=N type=submit id=buttonFinish onclick=FinishClickTasks>Finish</button>

<p><font size=1>CustomSystemOptions.hta 

<br>Created by Nick Moseley, SCCM Administrator</font>

</body>

</html>
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